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Abstract—Recently, technical debt investigations became more
and more important in the software development industry. In
this paper we show that the same challenges are valid for the
automated test systems. We present an internal quality analysis
of standardized test software developed by ETSI and 3GPP, per-
formed on the systems publicly available at www.ttcn-3.org.

I. INTRODUCTION

As the size and complexity of software systems grow, so
do their test systems. It is known that test architectures in
the telecom area are comparable to the tested systems in both
size and complexity [1]. Yet, these test systems received less
attention in the past.

In a previous study [2] standardized test suites – available
at www.ttcn-3.org – were analyzed. We found significant
syntactic and semantic problems. We also found a large
number of possible internal quality problems. In this article we
provide estimations on the cost of fixing the internal quality
issues found in the previously examined test software.

This paper is organized as follows. In Section II we present
earlier works related to this subject. Section III-A presents
our method for collecting estimates and the collected data.
Section III-B shows our technical debt values for the measured
projects. Section III-C deals with the validity of our results.
Finally, Section IV summarizes our findings and Section V
offers ideas for further research.

II. DEFINITIONS AND PREVIOUS WORK

Technical Debt: The term technical debt was first used
by Cunningham [3] to describe rushing to meet a deadline:
“like going into debt. A little debt speeds development so long
as it is paid back promptly with a rewrite...”.

Recently, technical debt became a major concern. Griffith
et al. conducted a study [4] showing that different forms of
technical debt can have significant to strong correlation with
reusability, understandability, effectiveness and functionality.
Holvitie et al. found [5] that in the industry almost 9 out
of 10 technical debt instances reside in the implementation
and that agile practices close to the implementation are felt
by practitioners to reduce or manage technical debt by their
respondents. Ho et al. proposed an approach [6] which could
help product managers to decide the release date of a product.

Ramasubbu et al. investigated [7] the 10 year long life-
cycle of a software package, which had 69 variants created
by customers in parallel. In their empirical investigation they
showed that avoiding technical debt results in poor customer
satisfaction in the short term, but pays off on the long

term with significantly higher software quality and customer
satisfaction.

The study of technical debt related articles of Li at el.
[8] shows that although the term “technical debt” became
widespread, different people use it in different ways, leading
to ambiguous interpretations. They also pointed out the need
for more empirical studies on technical debt and how to apply
specific approaches in industrial settings.

Code Smells: In this article we use code smells to
measure the technical debt of software systems. Code smells
were introduced by Fowler [9] as issues in the source code that
might indicate architectural problems or misunderstandings,
issues which are very hard to detect any other way.

Empirical work on code smells showed [10][11] that smelly
codes in software systems were changed more frequently than
other classes.

Moser at al. found [12] that in the context of small teams
working in volatile domains (e.g. mobile development) cor-
recting smelly code increased software quality and measurably
increased productivity.

Code Smell Debates: Yamashita et al. [13] found in their
survey that 32% of the respondents did not know about code
smells nor did they care. Respondents at least somewhat con-
cerned about code smells indicated difficulties with obtaining
organizational support and tooling. They also observed [14]
that code smells covered only some of the maintainability
aspects considered important by developers. Developers did
not take any conscious action to correct bad smells that were
found in the code.

Quality Debt of Test Systems: It was shown in [1] that
the size of automated test systems written in TTCN-31 may
increase yielding large and complex systems. In [15] it was
exposed how ISO/IEC 9126 and ISO/IEC 25010 software
quality models can be applied to software systems that are
used for testing. 86 code smells were defined, analyzed and
categorized according to the quality models. 35 selected code
smells were implemented and measured on 16 projects in order
to understand the quality of such systems. Some of them were
company internal, while others were created by standardization
bodies.

In [2] the software quality of test suites available at
www.ttcn-3.org were analyzed. It was shown that even
the public testsuites created by ETSI2 – the same organization

1Testing and Test Control Notation Version 3
2European Telecommunication Standardization Institute
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behind the TTCN-3 language – contain a large number of code
smell instances.

III. TECHNICAL DEBT ANALYSIS

A. Estimation

After exploring the test system quality issues in [2] our
target is to estimate the effort needed to correct them.

1) The Estimation Method: Using the Delphi method [16]
first the estimates were collected on how long a single instance
of a given code smell type correction would take.

At our industry partner we gathered data from 10 experts in
the field of test software engineering. The team consisted of
a test system architect, test system developers and engineers
working in maintenance & support.

In order to address the issue of difficulty we did 3 estimates
for each code smell type3:

• Easy: The issue has only local effects if any, the context
tells the original intent and there is no need to change
external systems4.

• Average: A scenario that best fits the experts daily expe-
riences.

• Hard: The issue may affect other files or semantic con-
texts, the context is not helpful in solving the issue and
external system might be affected5.

We used the following estimation process:
1) Each member of the group gave an estimate.
2) The group was informed about the average and distri-

bution of the estimates.
3) Those giving estimates in the lower quartile and in the

upper quartile were asked to tell the rest of the group
why their estimates were as they were.

4) The group estimated again. That time taking the previous
results and the provided arguments for the “extreme”
estimates into account.

5) This might continue two, three, four, or more times until
the variation in the estimates was sufficiently small. In
our experiences, the variation decreased rapidly. This
gave confidence in the final estimation result.

The arithmetic mean of the numbers was calculated and
rounded to 0.5 precision.

2) Estimation Results: We summarize the results in Table
I.

3) Analysis of Estimation: We have observed that some of
the code smell types are very easy to fix. In the best case
scenario the rounding to 0.5 leads to 0 hours of effort needed.

Estimations for the average case are close to the easy case.
The average case is reaching the arithmetic mean of the easy
and hard case estimation only in a few cases, and never
exceeds that. In most of the cases the average case costs only
0.5 – 1 hour more effort to fix than the easy case.

3We consciously left out cases, where the work might disrupt other
developers work. We also did not address issues created by processes.

4For example: in a small function a local variable is not used.
5For example circular importation as a structural issue: the structure of the

code might need to change, the reason of existence might not be documented,
and the change of the code might require changes that have to be documented.

TABLE I
ESTIMATED COST OF FIXING CODE SMELL TYPES (MHR)

Smell Easy Average Hard

goto 1 5.5 26
circular importation 2 12 80
missing imported module 0 0.5 3.5
unused module importation 0 0.5 1
non-private private definitions 0 0.5 4.5
visbility in name 0 0.5 4.5
unnecessary negation 0 0.5 3.5
module name in definition 0 1 3.5
type in definition name 0 1 2
magic constants 0 0.5 3
infinite loops 0 1 3.5
uninitializaed variable 0 0.5 2
size check in loop 0 1 5
consecutive assignments 0 1 6
read-only variables 0 2 5
too many parameters 1 3 37
too complex expressions 1 2 8
empty statement blocks 0 2 5
too many statements 2 6 50
too big/small rotations 1 2 8
conditional statement without else 0.5 1 8
switch on boolean 0.5 1 2
setverdict without reason 0.5 1 2
uncommented function 0.5 1 3.5
stop in functions 0.5 2.5 50
unused function return values 0 0.5 9.5
receive accepting any value 0.5 1 6
insufficient altstep coverage 1 5 76
alt that should use alt guards 1 2 8
alt that should use templates 1 2 8
shorthand alt statements 0.5 5 50
isbound condition without else 0.5 1 8
Non-enumeration in select 0.5 3 8
Insufficient coverage of select 1 5 15
Iteration on wrong array 1 5 20
unused module level definitions 0.5 4.5 18
unused local definitions 0 0.5 1.5
unnecessary controls 0.5 1.5 5
unnecessary ’valueof’ 0.5 1 5

According to the estimations, in the daily experience of our
experts, most code smells are rather easy to fix.

B. The Cost of Fixing Standardized Test Suites

Applying the estimated correction times we were able to
calculate the technical debt of both 3GPP6 and ETSI projects
(Table II).

We found that standardized test suites have substantial
technical debt.

In the average difficulty case7, the technical debt of the
projects can be measured on 1000 Mhr base. Meaning several
man-years of technical debt.

C. Validity

This study was performed with a small group of experts
working at the same company. This study might suffer from
the usual threats to external validity. There might be limits

63rd Generation Partnership Project
7All detected code smell instances assumed to require average amount of

work to solve
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TABLE II
ESTIMATED TECHNICAL DEBT IN TEST SUITES (MHR).

PROJECTS: 3GPP EUTRA(1), 3GPP IMS(2), WIMAX/HIPERMAN(3),
WIMAX/HIPERMAN 1.3.1 (4), EPASSPORT READERS(5), SESSION

INITIATION PROTOCOL(6), IP MULTIMEDIA SUBSYSTEM(7), IPV6(8),
DIGITAL PRIVATE MOBILE RADIO(9), DIGITAL MOBILE RADIO(10),

INTELLIGENT TRANSPORT SYSTEMS(11).
PROJECT IDENTIFIERS REFER TO DATA AT WWW.TTCN-3.ORG

Project

No. Identifier Min Avg Max

1 36.523-3v10.3.0 1528 20659.5 91282.5
2 34.229-3v9.7.0 / IMS34229 392 4053.5 16886

34.229-3v9.7.0 / IMS36523 580.5 6767 30392.5
3 TS 102 624-3 1699 13262 63426.5
4 TS 102 545-3 2552 14979.5 69307
5 TR 103 200 163 1928.5 8949.5
6 TS 102 027-3 1335 7126 39363
7 TS 101 580-3* 833.5 7438 33715

TS 101 606-3* 307.5 2979.5 13382.5
TS 102 790-3* 729.5 6529 28956.5
TS 102 891-2* 705.5 6237.5 28136
TS 186 001-2 844 9179 40899
TS 186 001-4* 557 5459 24966.5
TS 186 002-4 1326.5 12378 52104.5
TS 186 002-5 856 10703.5 42237.5
TS 186 005-3* 676.5 6058.5 27148.5
TS 186 007-3* 706 6211 27998
TS 186 009-3 1005.5 9722.5 42861.5
TS 186 010-3* 706.5 6330 28587
TS 186 014-3* 720 7092 32606.5
TS 186 016-3* 676.5 6058.5 27148.5
TS 186 017-3* 676.5 6058.5 27148.5
TS 186 018-3* 676.5 6058.5 27148.5
TS 186 022-3* 691 6093 27555

8 TS 102 351-3 204.5 2107 9357.5
TS 102 516 ver 1.1.1 352 3054 13542
TS 102 516 ver 1.2.1 377 3347.5 14961
TS 102 516 ver 3.1.1 640.5 5688.5 25697
TS 102 594 ver 1.1.1 497 4597.5 21407
TS 102 594 ver 1.2.1 527.5 5011.5 23092
TS 102 596 ver 1.1.1* 413.5 4334 19952.5
TS 102 596 ver 1.2.0 512.5 5212 24017.5
TS 102 751 ver 1.1.1 517.5 5106 23234.5

9 TS 102 587-4 220 2512.5 10074.5
10 TS 102 363-4 592 4836 18359
11 TS 102 859-3* 193 2082.5 9175

TS 102 868-3 ver 1.1.1* 186 1652 7615.5
TS 102 869-3 ver 1.2.1* 187 2093.5 10218
TS 102 870-3 ver 1.1.1* 137 1350.5 6158
TS 102 871-3 ver 1.1.1* 161.5 1927.5 8796.5

to generalizing our results beyond our settings (programming
language and tools used, project setups, experience of the
experts and possible industry specific effects).

Some of the projects contained syntactical and semantical
errors ([2]). In order to be able to measure technical debt we
had to correct these issues. Depending on how the official
corrections of these issues will be done the measured numbers
might differ slightly.

Projects, marked with * in Table II, import modules of non
TTCN-3 or ASN.1 kinds. These are not supported currently
by our tool or have incomplete archives. In those modules the
correct number of the founded issues could be higher.

IV. CONCLUSION

In our ongoing research activities we try to understand how
test systems can be viewed as software systems, whether there
are any differences. In previous articles we have shown that
large test systems can grow into complex structures ([1]).
We have also shown ([2]) that standardized test suites might
contain a large number of code smell instances.

In this article we set out to connect our research results
with industrial projects by showing the cost of fixing technical
issues in the investigated test systems.

Applying the Delphi method we
• estimated the cost of fixing TTCN-3 code smells,
• calculated the technical debt of several standardized test

suites.
We found that the existing standardized test suites contain

substantial technical debt. Following the results in [7], assum-
ing that test systems follow the same rules as software systems,
these numbers should be reduced to secure higher customer
satisfaction8 on the long term.

We also observed that, according to our experts, in TTCN-3
the cost of fixing a code smell instance of average difficulty
is very close to the easiest case.

V. FURTHER WORK

In this article we exposed that the technical debt in the
examined project could take years to pay back completely.
This creates a valid case for further study, on the possible
automation of the correction process.
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